**Листинг практической работы № 16**

package ru.mirea.ikbo20.AOD.pr16;  
import java.util.\*;  
  
class Item {  
 *// Переменная для веса* float weight;  
  
 *// Переменная для значения* int value;  
  
 *// Переменная для индексов элементов в рюкзаке* int idx;  
 public Item(int value, float weight, int idx)  
 {  
 this.value = value;  
 this.weight = weight;  
 this.idx = idx;  
 }  
}  
  
class Node {  
 float ub, lb, tv, tw;  
 int level;  
 boolean flag;  
 public Node() {}  
 public Node(Node cpy)  
 {  
 this.tv = cpy.tv;  
 this.tw = cpy.tw;  
 this.ub = cpy.ub;  
 this.lb = cpy.lb;  
 this.level = cpy.level;  
 this.flag = cpy.flag;  
 }  
}  
  
*// Компаратор для сортировки по нижней границе*class sortByC implements Comparator<Node> {  
 public int compare(Node a, Node b)  
 {  
 boolean temp = a.lb > b.lb;  
 return temp ? 1 : -1;  
 }  
}  
  
class sortByRatio implements Comparator<Item> {  
 public int compare(Item a, Item b)  
 {  
 boolean temp = (float)a.value  
 / a.weight  
 > (float)b.value  
 / b.weight;  
 return temp ? -1 : 1;  
 }  
}  
  
class Backpack {  
 private static int *size*;  
 private static float *capacity*;  
  
 static float upperBound(float tv, float tw,  
 int idx, Item[] arr)  
 {  
 float value = tv;  
 float weight = tw;  
 for (int i = idx; i < *size*; i++) {  
 if (weight + arr[i].weight  
 <= *capacity*) {  
 weight += arr[i].weight;  
 value -= arr[i].value;  
 }  
 else {  
 value -= (float)(*capacity* - weight)  
 / arr[i].weight  
 \* arr[i].value;  
 break;  
 }  
 }  
 return value;  
 }  
  
 *//Вычислить нижнюю границу* static float lowerBound(float tv, float tw,  
 int idx, Item[] arr)  
 {  
 float value = tv;  
 float weight = tw;  
 for (int i = idx; i < *size*; i++) {  
 if (weight + arr[i].weight  
 <= *capacity*) {  
 weight += arr[i].weight;  
 value -= arr[i].value;  
 }  
 else {  
 break;  
 }  
 }  
 return value;  
 }  
  
 static void assign(Node a, float ub, float lb,  
 int level, boolean flag,  
 float tv, float tw)  
 {  
 a.ub = ub;  
 a.lb = lb;  
 a.level = level;  
 a.flag = flag;  
 a.tv = tv;  
 a.tw = tw;  
 }  
  
 public static void solve(Item[] arr)  
 {  
 *// Сортировка* Arrays.*sort*(arr, new sortByRatio());  
  
 Node current, left, right;  
 current = new Node();  
 left = new Node();  
 right = new Node();  
  
 float minLB = 0, finalLB  
 = Integer.*MAX\_VALUE*;  
 current.tv = current.tw = current.ub  
 = current.lb = 0;  
 current.level = 0;  
 current.flag = false;  
  
 PriorityQueue<Node> pq  
 = new PriorityQueue<Node>(  
 new sortByC());  
 pq.add(current);  
  
 boolean[] currPath = new boolean[*size*];  
 boolean[] finalPath = new boolean[*size*];  
  
 while (!pq.isEmpty()) {  
 current = pq.poll();  
 if (current.ub > minLB  
 || current.ub >= finalLB) {  
 continue;  
 }  
  
 if (current.level != 0)  
 currPath[current.level - 1]  
 = current.flag;  
  
 if (current.level == *size*) {  
 if (current.lb < finalLB) {  
 for (int i = 0; i < *size*; i++)  
 finalPath[arr[i].idx]  
 = currPath[i];  
 finalLB = current.lb;  
 }  
 continue;  
 }  
  
 int level = current.level;  
 *assign*(right, *upperBound*(current.tv,  
 current.tw,  
 level + 1, arr),  
 *lowerBound*(current.tv, current.tw,  
 level + 1, arr),  
 level + 1, false,  
 current.tv, current.tw);  
  
 if (current.tw + arr[current.level].weight  
 <= *capacity*) {  
 left.ub = *upperBound*(  
 current.tv  
 - arr[level].value,  
 current.tw  
 + arr[level].weight,  
 level + 1, arr);  
 left.lb = *lowerBound*(  
 current.tv  
 - arr[level].value,  
 current.tw  
 + arr[level].weight,  
 level + 1,  
 arr);  
 *assign*(left, left.ub, left.lb,  
 level + 1, true,  
 current.tv - arr[level].value,  
 current.tw  
 + arr[level].weight);  
 }  
 else {  
 left.ub = left.lb = 1;  
 }  
  
 minLB = Math.*min*(minLB, left.lb);  
 minLB = Math.*min*(minLB, right.lb);  
  
 if (minLB >= left.ub)  
 pq.add(new Node(left));  
 if (minLB >= right.ub)  
 pq.add(new Node(right));  
 }  
 System.*out*.print("Items in the backpack: ");  
 for (int i = 0; i < *size*; i++) {  
 if (finalPath[i])  
 System.*out*.print("1 ");  
 else  
 System.*out*.print("0 ");  
 }  
 System.*out*.println("\n\n" +  
 "Maximum outcome is "  
 + (-finalLB));  
 }  
 public static void main(String[] args)  
 {  
 *size* = 4;  
 *capacity* = 15;  
  
 Item[] arr = new Item[*size*];  
 arr[0] = new Item(10, 2, 0);  
 arr[1] = new Item(10, 4, 1);  
 arr[2] = new Item(12, 6, 2);  
 arr[3] = new Item(18, 9, 3);  
  
 *solve*(arr);  
 }  
}
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**![](data:image/png;base64,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)**